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Abstract
This paper presents a methodological proposal that is based on powerful current approaches to the software development process: agile methodologies (SCRUM, Lean UX), user-centered design (UCD) and user experience design (UXD). Specifically, we have adapted some of the characteristics of the agile methodologies, which have allowed us to produce useful prototypes that are focused on the users while receiving constant feedback from them. The main goal of the proposed methodology is to identify usability problems and UX factors in the early stages of educational software development. Furthermore, we have also applied and validated the proposal during the framework development of an educational software project for users with special educational needs. A specific case taking into account key usability issues to support students with special education needs (SEN) is presented. In conclusion, we state that the proposed methodology could be a good design process philosophy to follow in the development of software projects in general, and in educational projects in particular.
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1. Introduction

The user-centered design (UCD) philosophy indicates that the software development process must be focused on the users rather than on the developers [1]. Nowadays there seems to be an increase in the concern regarding user satisfaction and in the willingness to provide a software solution that fulfills the needs of the costumer. This seems to be more important than including other functionalities that developers find useful and that generally only contribute to making the application more complex and less usable.

Furthermore, UCD is mostly approached by sticking with the four traditional phases of the software development (analysis of requirements, design, implementation and deployment), which usually means development based on a traditional heavyweight work methodology. The great novelty of the UCD is that it pays special attention to the customers and final users of the product. Hence, prototypes are included as a crucial part of the process, as they are fundamental to understand requirements and to improve...
usability. These prototypes are continuously validated during meetings, in which this functional software is examined carefully by the experts, customers and final users, usually including a usability test with them [2].

Moreover, rapid or agile development models [3] are being introduced into usability engineering. This approach is based on the mix of agile processes (especially Scrum) with user-centered techniques (e.g. [4]). For example, consider design and user involvement inside sprints [5]. In contrast with the traditional software development model, the agile approach involves the user in the design, development and testing. Additionally, Agile methodologies such as Scrum [6] or XP [7] avoid fixed phases and downplay the role of the analysis and design stages, instead focusing on the implementation by an iterative approach. Therefore, requirements are met through client feedback on the implemented uncompleted software during several meetings. Design and architecture emerge out of refactoring, after coding [8]. Furthermore, agile methodologies, and Scrum particularly, provide us with a fixed duration for each one of the iterations, allowing the team to fix the sprints duration and, therefore, we are given a schedule and framework to develop certain amount of functionalities [9].

Some characteristics of agile methodologies can be very useful in the user-centered design. For example, the principle of producing useful prototypes is in keeping with the aim of user testing that it desired for new functionalities. In addition, one of the benefits of agile methodologies is that they welcome changing requirements, despite how advanced the project is [10]. Hence, lightweight development boosts individual motivation in the development team and avoids the excessive amount of documentation and rigid phases of traditional approaches that in general discourage and demotivate the development team. In terms of UCD, a lightweight methodology cannot be used in its entirety due to its quality of being developer-centric. This is a cause of the disagreement expressed by some authors; [11] nevertheless, there are many ideas that come from agile methodologies that could be found interesting while trying to start a project that has the aim of having an UCD approach and motivating the development team while at the same time speeding up the actual development. In fact, there are some authors [12], as well as companies [13] who have already successfully mixed UCD with an agile development methodology: with a high rate of satisfaction.

In relation to user centered design and Agile methodology, a philosophy has been developed recently: Lean UX [5]. This philosophy has three main components: design thinking, Lean production and Agile development. Lean UX considers the software as a hypothesis of what the user might need. So, the user test attempts to confirm if this hypothesis is valid or not. In this sense, the users must be represented in the development process [14,15]. The most common methods to represent users in agile software development are “personas” or “protopersonas”. These methods are actively utilized in user stories. User story is a de facto standard way to describe system functionality in Agile [16]. User stories refer to personas who desire to achieve identified goals through specific actions. As such, our approach uses the “personas” method.

Thus, in the design and development of our educational software projects, we found that it is even more important for designers to have a framework for identifying usability problems in early designs and also in more mature prototypes. So, we decided to adopt some interesting ideas from user-centered design (UCD), user experience design (UXD) and agile methodologies (SCRUM, Lean UX) [17] in order to be able to produce useful prototypes from an early stage [18-20]. Additionally, our proposal also allows us to focus on the software design by making use of the users’ requirements.

In this paper we use our methodological approach to investigate the interaction design and usability of an interactive interface to solve addition and subtraction problems in early designs and also in more mature prototypes. In this sense, the users must be considered the future users of the tool: the learners. In their case, the main source of feedback will be the experts during the development stage. Having less useful prototypes and meetings, we cannot carry out enough usability tests to have the views of users and experts reflected in the system. Moreover, the changing requirements are much more difficult to introduced. These factors could lead to dissatisfied end users [20].

The development of e-learning applications through agile methodologies, in which the design is traditionally developer-centered, could result in a lack of usability tests with users and experts, as well as insufficient advice from the educational experts. This is often a very serious shortcoming for the project as frequently, when the experts and learners are set aside throughout the e-learning tools development.
process, the final product does not meet their needs. This means that it has been developed without their advice and this means dismal failure and a waste of time and money.

However, we strongly believe that better outcomes can be achieved in the development of e-learning systems with a combination of agile development, based on short sprints and the development of iterative incremental prototypes. These should have usability tests performed by learners and educational experts during various review meetings of different sprints. All the feedback provided by them should then be taken into consideration thus preserving a learner-centered design while undertaking an agile development. Hence, our final development methodology, especially after the first weeks of analysis and design, was a variation of SCRUM mixed with UCD. In our methodology, the sprints had a one-week duration and, as a result, always produced a prototype. The product backlog was set at the very first stage of the project and was enriched with new ideas throughout the successive sprints. Moreover, in every sprint planning meeting, a series of tasks from the product backlog were planned for the subsequent sprint, as a sprint backlog. Furthermore, we had sprint review meetings and sprint retrospectives. In the first of these two meetings, we reviewed and discussed the advances during the sprint, and we usually carried out some tests with educational experts and sometimes also with end users (children). In the sprint retrospectives the IT team reflected on the past sprint, considering possible improvements and solutions to the problems encountered. The roles in the meetings were rather similar to those of the original SCRUM, were the educators had the role of Product Owner and one member of the IT team was the Scrum Master.

The approach consists of several stages that are iteratively executed: requirements analysis, user analysis, prototyping and evaluation. UCD is specified in ISO 13407– Human Centered Design Processes for Interactive Systems (ISO 13407:1999) [21]. It is both a broad philosophy and variety of methods, but the important concept is that users are involved in the entire process [22]. In this sense, the roots of User Experience Design (UXD) [23] can be found in the principles of Human Centered Design, which can be summarized as:

- Positioning the user as a central concern in the design process.
- Identifying the aspects of the design that are important to the target user group.
- Developing the design iteratively and inviting users’ participation.
- Collecting evidence of user-specific factors to assess a design.

In principle, UXD is no different from UCD [24]. However, UXD adds important dimensions, such as User Experience (UX) factors [25]. While traditional usability factors were largely related to performance and smooth interaction, new UX factors relate to effect, interpretation and meaning. Some UX factors, such as social and aesthetic aspects, are likely to be very different in character from the traditional concerns [26]. This presents UX practitioners with significant challenges in terms of identifying which UX factors they need to consider when embarking on a design project. In any case, it is usual that a design team will only be able to deal with a few critical UX factors that influence the suitability of the design for a typical usage situation. Consequently, a big challenge for design teams is to make sense of the available information during the early phases of the UXD process. In order to capture UX factors during the early development stages, we believe that heuristics can particularly be a fast and cost-efficient but still effective and accurate evaluation method of user experience.

Heuristic evaluation is one of the so-called expert-based usability inspection methods [27]. It is an efficient analytical and low-cost usability method that is to be repeatedly applied during a development process, starting at the very beginning of a project design circle [28]. In a traditional user-interface evaluation, three to five experts (in the field of the application, usability or both) inspect a system according to recognized and established usability principles. Thus, our research group is formed by computer science engineers, educators, graphic designers and psychologists, which allow us to test the tools with the experts. However, we also tested tools with children as final users, who were supervised by the interdisciplinary team to capture UX factor requirements from their usage.

In the next section, we describe the application of the agile human centered methodologies to a particular case: the EMATIC software design and development.

3. Educational software proposal: EMATIC

EMATIC is a multi-device web tool that is oriented towards digital tablets and mobile phones, to teach basic mathematical operations to children with SEN. The software is adapted to mobile devices and aimed at two distinct profiles: adults such as the specialists who need to create quick and easy educational and cognitive rehabilitation activities and SEN children who need friendly and fun software with which to perform the activities recommended by specialists.

Due to the special characteristics of our target population, for the design of our first prototype, we took into account the methodologies that guide universal and inclusive design [29-31]. Moreover, we also considered the seven principles proposed by the Center for Universal Design at North Carolina State University (1997) [32]:

- Equitable use: the design is useful and marketable to people with diverse abilities.
- Flexibility in use: the design accommodates a wide range of individual preferences and abilities.
- Simple and intuitive use: use of the design is easy to understand, regardless of the user’s experience, knowledge, language skills, or current concentration level.
- Perceptible information: the design communicates necessary information effectively to the user, regardless of ambient conditions or the user’s sensory abilities.
- Tolerance for error: the design minimizes hazards and the adverse consequences of accidental or unintended actions.
- Low physical effort: the design can be used efficiently and comfortably and with a minimum of fatigue.
Size and space for approach and use: appropriate size and space is provided for approach, reach, manipulation and use regardless of the user’s body size, posture or mobility. Additionally, for the learning design, we consider students’ main difficulties in specific learning areas. Errors provide us with information to improve the teaching-learning process in our system. Research with children without disabilities shows a very wide range of errors in basic mathematic operations [33,34].

Furthermore, several requisites were considered when designing the interface of our first prototype in an effort to overcome the problems faced by DS children. These were problems such as language problems, difficulty in the transference and consolidation of learning and fine motor skills problems.

Technologically, the system was developed in Python language and one can choose between MySQL, PostgreSQL and Oracle as a database engine. The interfaces are based on HTML5, CSS3 and JavaScript. This web platform gives access to different users of the application (students, teachers or administrators), and allows each role to access only the granted processes and assigned actions (Fig. 1).

Furthermore, the system has been designed with modular software architecture. The topic that is to be taught is defined in the domain module. The individual characteristics of the student and the individual knowledge about the domain are stored in the student model.

EMATIC also includes a module for creating educational activities, which allows the educational professionals to design custom activities for a pupil or group of students (authoring module). Those designs may be either completely fixed, or allow randomized variations of the activity in an adapted sequence to the student. This module allows pedagogical experts to be able to design and construct activities strategies (tutor module). These strategies may include very different behaviors such as: free navigation through activities, fixed sequences, conditional sequences and gamifications. Furthermore, teachers can manage users, groups and activities through the management module, and the students can complete their activities using the execution module. Finally, results may be explored using the visualization module. Individual record visualizations are especially suited to the use of students, parents or tutors and teachers. The visualization and analysis of aggregated group results may be accessed by teachers and education directors.

3.1. Domain Model’s Module

This domain model’s module contains subject knowledge and the rules and relations among its concepts. The tutor module can obtain the knowledge to be imparted from this module.

The EMATIC domain is made up from the concepts of logic, numbers and operations with single and double digit numbers, problems and addition and subtraction algorithms. Relating to these concepts, there are 10 different types of activities categories (classification, relationships, mapping, quantifiers, counting, recognition, cardinality, ordering, ordinality and problems) [35] and more than 150 task templates (Fig. 2).

3.2. Student Model’s Module

The student model stores all the information on the pupil (knowledge, preferences, learning styles, etc.) It is composed by the student profile (persistent information such as cognitive age or disability) and the student’s records (collected data through the interaction with the system). EMATIC software facilitates the processing of interaction data for cognitive reasoning tracing of the child during the undertaking of a task or set of tasks. So, based on the domain model, the student model is responsible for the generation of the student knowledge state.
3.3. Authoring Module

A setting up of the activities is possible in order to limit randomness when creating personalized exercises and group exercises for the students. The setting up of an activity depends on the particular definition of a type of activity in the system (classification, ordering, relations, etc.). Teachers can record a custom audio for the instruction in order to replace the “Text To Speech Agent” (TTS). They can also set up the maximum time for testing and the maximum number of attempts to pass the activity. Moreover, teachers can choose and replace the picture’s collections to be used in the activity, selecting the most suitable for each type of activity.

3.4. Tutor Module

The tutor module contains knowledge about teaching strategies in order to adapt the strategy, taking into account the student module information (knowledge state and profile). Thus, the student model delivers the style which best suits the user, then the tutor module selects the most suitable pedagogical style according to the particular characteristics of each student. Moreover, this module has the gaming mechanics of the systems.

3.5. Management Module

In the management module, teachers can create and manage their students and their groups by assigning particular characteristics to students. Teachers may be in charge of several groups, for example, they can have different students in diverse institutions. Besides, teachers can assign the student’s group with a new activity setting.

3.6. Execution Module

Typical systems only record the final results of the activities and save them. After, they analyze the interactions made during the resolution of a given task. EMATIC stores all data on user interaction, which is recorded “step-by-step” by the system in order to determine and infer the child’s reasoning during the task execution.

Each exercise evaluates some cognitive ability. These exercises are randomly generated based on the collections and images loaded into the database. When a student selects an exercise, it is generated and then shown to the student. When the student responds, it is stored in the database with specific data (images that show collections relate, etc.) This defines the features that are shown to the student.

The results of the session are compiled and interpreted by the tutor module. The result obtained is the knowledge (or not) of the subjects taught. This also updates the goals that need to be fulfilled in the session.

3.7. Visualization Module

EMATIC includes a data visualization module, which provides a specialist tool to discover patterns in certain learning difficulties as a result of data mining. Moreover, teachers can analyze different groups of students with the same problem (for example, Asperger) (Fig. 3). Students can also see their results through the visualization module, but with a specific adaptation to their profiles.

4. Evaluation

The EMATIC interfaces have been designed based on usability standards for both a mobile device (such as a tablet) and a desktop computer (Fig. 4). This allows for interaction with visual elements using mouse and touch on the tablet. However, we consider that it is necessary to endeavor to overcome the problems faced by SEN children (such as language problems, difficulty in with transference and consolidation of learning and final motor skills problems).

As has been stated above, the seven principles proposed by the Centre for Universal Design at North Carolina State University (1997) have also been considered [31].

Researchers and designers’ experiences are very different to those of SEN users, which make it difficult to identify with or relate to these users. Involving people with impairments in the design process is very challenging, especially when these impairments affect cognitive functions or communication. In order to achieve the set research goals, the participatory design (PD) approach [36] was used. The study involved a group of experts in mathematics, psychologists and teachers from University of La Laguna. Different kinds of techniques
were conducted with experts: persona [14, 15, 37] (Table 1), prototype testing and interactive redesign and usability evaluation [39].

The tests were used to complement each other. The topics for testing were adapted from the 11 usability heuristics, with there being more than one hundred items to evaluate the user interface design (Nielsen [27] and Pierotti [39]).

We also conducted a focus group with experts, combining this with the persona technique [14, 15] in order to analyze the weaknesses and straightness of the interface, taking into consideration a user profile.

5. Results

The heuristics evaluated were the following:

1. The visibility of system status
2. Matches between systems and the real world
3. User control and freedom
4. Consistency and standards
5. Error prevention
6. Recognition rather than recall
7. Flexibility and efficiency of use
8. Aesthetic and minimalist design
9. Helping users recognize, diagnose and recover from errors
10. Help and documentation
11. Skills

Each heuristic was measured according the following severity, numbers becoming increasingly severe (possible answers):

1. No usability problem: “I don’t agree that this is a usability problem”
2 - Cosmetic problem: “I think it’s an esthetical usability problem”
3 - Minor usability problem: “I think it’s a low usability problem”
4 - Major usability problem; important to fix: “I think it’s a high usability problem”
5 - Usability catastrophe; imperative to fix: “I think it’s a catastrophically usability problem”

The results of heuristic evaluation are shown in Table 2.

The system should inform users of system status, giving appropriate feedback within a reasonable timeframe. More than half of responders (61%) think that there is no usability problem, but other people think that there is an esthetical problem (15%). A catastrophic usability problem is lower than the other options (6%).

In relation to language, the system must use the language that users are familiar with, words or phrases that are known, rather than the terms that are used in the system, so that the user does not find it difficult to use the system. Most responders (71%) think that there is no problem with this usability issue.

When users choose an option from the system by mistake, the system should have the undo and redo options to provide users with an easy way out without them having to use extended dialogue. This is an important aspect to improve in EMATIC, which has a 19% critical usability problem and 21% of high usability problem.

Consistency is a fundamental design principle for usable user interfaces. It dictates that users should follow general rules and conventions in the system. Regarding this issue, however, the results show a low usability problem (67%). However, a catastrophically usability problem is moderately significant with 12%.

Error messages should be expressed in plain language, precisely indicate the problem and be constructive. On this issue, while the 59% of experts think that this is not a usability problem, 33% of respondents were found to have answered to have found it to be between a catastrophically and high usability problem.

Even better than good error messages is a careful design that prevents a problem from occurring in the first place. In
this usability heuristic we found that 63% do not think that it is a usability problem; however, 12% think that it is high or extreme usability problem. So, a careful design is needed to prevent problems before they occur.

The system should minimize the amount of information that the user must remember. Instructions to use the system should be visible or accessible to the user when required. Esmatic has made significant effort in this area, as the results show (70% of experts do not think that it is a usability problem).

Regarding the user efficiency and flexibility heuristic, it is important that the system allows itself to be customized. The results show us much more needs to be done on this issue (42% claim a high and extreme usability problem).

Design is much more than making something look pretty. Studies have shown that designs that look good have a higher probability of being used, and users also perceive that the system is easier to use [40]. The interface should not contain information that is not relevant or is rarely used, because each additional unit of information in a dialogue competes with the relevant units of information and diminishes their relative visibility. For this reason, we believe that the results obtained are positive (72% do not think that it is a usability problem).

The help and documentation of the system has to be easy to find, and focused on user tasks. 29% of experts think that this heuristic is a high or extreme usability problem. Therefore it is an important issue to improve in the next version of EMATIC.

To conclude, we analyzed the skills necessary to be able to fully use system. It is important to remember that the following data must be contextualized in a Down syndrome environment. Within this condition we have found the highest usability problems (57%). At the same time, this issue is a major challenge for the EMATIC system: to create a usable, accessible and adaptive system for the Down syndrome profile, taking into account their limitations and skills.

Moreover, as result of the focus group, the weaknesses of the interface that were detected by experts are the following:

- The interface is not available for people with hearing or visual disabilities, and this is a high usability problem.
- The randomness in the creation of activities causes several problems, for example: drawings of activities that cannot be understood or distinguished from the background, and exercises that have no logical pictures or semantic sense. Sometimes the interface is highly charged with objects, and on other occasions there are only a few objects.
- There is little accuracy when objects are being dragged and dropped in an area.
- It is necessary to give aural feedback along with the results of exercises.
- A more expressive virtual agent is needed.
- Sometimes the computer energy saver interrupts the activity.
- The tablet keyboard is complex to enter text answers (in our case, it is needed only for login).
- Regarding the skills needed to work with the tablet, the experts think that it could be difficult for people with SEN to work autonomously.
- It is easy to exit the program unintentionally.
- If the user makes a mistake it is not corrected.

Experts commented on the following issues being strengths:

- It is excellent to have specific support for tablets.
- It could be a highly motivating tool if applied properly.
- The advantage of the touch device is that it is a more intuitive interface for children or people with disabilities.
- The customization of the user interface and its adaptation to different levels and abilities are good features of EMATIC.

Another important issue that experts suggested was about the menus. They should be shown through pictures, not text-based and the access to the system should be through avatars related to each user.

6. Conclusions

In this paper we presented a software development approach based on agile human centered methodologies (SCRUM, UCD, UXD and Lean UX). Also, we focused on the usability analysis and human factors that influence the interface design.

Usability is an issue that is becoming increasingly important in software development. In the current environment, in which software systems are aimed at a special audience (SEN children) and increasingly at experts in a management system, usability is a fundamental attribute that dictates the success of a software application.

For this reason, it is important to invest in usability to build the system. It is very usual to find serious usability errors when the project is about to end, and then time may have to be extended in order to correct such problems. Once it is known how the user interacted with the system, and thus why the problems occurred, we can endeavor to improve the phase.

The most important usability problems found were about user control and freedom, user support and error recovery and skills needed to use the application. Moreover, our best findings were related with and esthetical, minimalist design and user language.

Currently, EMATIC is correcting the different bugs reported that affect flexibility and efficiency, design, support, languages and sounds, consistence, error prevention, etc. in order to meet special users and professional’s expectations who interact with it.

Future work will look at the validation of the system in different areas of SEN children, having already improved the software.

Acknowledgments

We would like to thank the experts in the fields of Didactics of Mathematics and Psychology who have participated in this study. We are especially very grateful to the Tenerife Downs Association for their support and collaboration with our research.

References


[10] Dettweiler, M., Managing UCD within agile projects. ACM Interactions, 12442-6


[34] Nielsen, L., Engaging personas and narrative scenarios: A study on how user-centered approach influenced the perception of the design process in the e-business group at Astra Zeneca, København: Samfundslitteratur, 2004.


